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 ABSTRACT Analysis of scientific research on the development of adaptive and self-adaptive software systems is 
conducted. It is established that the use of machine learning methods and feedback diagrams is an effective way to 
design and develop adaptive software. It is determined that the existing methods do not fully provide the possibility of 
dynamic changes and expansion of functional and graphic characteristics. The software adaptation process is designed 
based on the ontological model using the semantic decision-making mechanism. The proposed method allows us to 
dynamically determine the necessary system characteristics and perform software adaptation. Modification process 
takes into account the information about currently active device based on data about the needs and requirements of the 
user.  Using the results of designing an abstract approach to software configuration modification, an experimental study 
of the speed of generating optimal system settings is conducted. According to the results of the experiment, it is 
established that the new method demonstrates 20% better indicators of the speed of generating software settings 
compared to classical approaches. 
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I. INTRODUCTION 
APID development of new technologies for the 
development and implementation of software entails an 

increase in the number of requirements for software systems. 
Such growth affects the overall structure and content of the 
software, since each new requirement requires a change in the 
functionality or graphical component of the system. As a result, 
the problem of effective configuration of individual system 
modules arises, since the set of software components may vary 
depending on user requirements. 

The basic requirement of modern software systems is to 
solve the tasks of operational support of decision-making based 
on the operation of large arrays of information. For the 
effective operation of such tools, it is necessary to adapt them 
to the specifics of a particular problem area and options for user 
requirements [1, 2]. In such cases, it is advisable to use artificial 
intelligence. Automation of decision-making in such systems 
requires certain settings, which are based, as a rule, on expert 
refinement of coefficients or formation of knowledge bases for 
training samples of neural networks. 

II. PROBLEM STATEMENT 
The knowledge base of adaptive systems needs a tool that 
would allow selecting relevant options for software 
configuration implementation not only at the installation stage, 
but also when there is a need to change the requirements during 
the functioning of the software product. Thus, there is a 
problem of developing a toolkit that will allow faster execution 
of the tasks of creating and modifying components of the 
software architecture. In addition, a low level of coupling will 
avoid many problems associated with adapting the system to 
the requirements of a specific user. 

It should be noted that in order to ensure the ability to 
dynamically change the characteristics of the created software 
solution, two types of systems are usually used: adaptive and 
self-adaptive. The difference between these two approaches 
lies in the process of determining the need to modify the 
characteristics and properties of software solutions. Unlike 
adaptive systems, self-adaptive systems are able to 
independently analyze specific characteristics and 
subsequently change their behavior depending on the received 
assessment of efficiency or productivity [1]. 

R
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In addition, the problem of software adaptation consists in 
the effective formation of a stable system configuration that 
would be optimal for a certain user or group of users and would 
not require significant system resources. For this, during the 
development of adaptive systems, external and additional 
components should be defined with a sufficient level of 
abstraction to reduce the degree of coupling and improve the 
efficiency of the system. 

Therefore, taking into account the indicated problems and 
challenges, it is relevant to design the configuration 
modification process for adaptive and self-adaptive software 
systems, which would allow improving the software 
modification in accordance with changing requirements and 
user preferences taking into account the minimization of the 
use of system resources. 

III. RELATED WORK 
In a number of studies, general principles and methods of 
designing and implementing self-adaptive systems have been 
defined. In particular, in [1, 3] the authors highlighted the 
problems of designing these systems, namely the problems of 
defining new unified processes of software adaptation and 
decentralization of system elements. Based on the taxonomy of 
approaches, the authors identified new directions for the 
development of the process of adapting software systems: 

 contextual adaptation – activators of managed resources 
are integrated into the process of forming judgments; 

 decentralization of adaptation logic – involves the use 
of a decentralized management system; 

 proactive adaptation – software adaptation is based on 
prediction. 

The indicated directions and problems of the 
implementation of software adaptation are solved by applying 
one or more adaptation methods [4]: 

 Approach based on feedback loops (feedback loop) - 
adaptation takes place on the basis of constant 
monitoring and control of the system, which allows 
making changes depending on the context [5, 6]; 

 Learning-based method – the method consists in using 
the principles of machine learning. The process of 
adaptation of the decision support system can be 
achieved effectively by configuring the system for 
dynamic learning and the corresponding change of 
components [7-9]; 

 Planning-based method – planning methods for 
adaptive systems determine the priority and order of 
adaptation for one or more elements of the system. Such 
methods are divided into those, in which only one or two 
changes at a time are taken into account and the 
elements are assumed to be independent with 
unchanged priority, or search-based optimization 
methods, which are more effective for a larger number 
of variable factors [10-12]; 

 Method based on monitoring – the approach is applied 
in several stages. The application is first traced in a 
simplified form, providing information for the next 
stage, which determines the adaptive configuration and 
selects traces according to the current configuration. 
Adaptive configuration is determined by a set of criteria 

specified through the proposed subject-oriented 
language [13, 14]; 

It should be noted that despite the general effectiveness and 
diversity of software adaptation methods, there is a problem of 
domain representation. For adaptive and self-adaptive systems, 
the elements of the subject area can be changed, supplemented 
or deleted, which makes it impossible to predict in advance the 
parameters for the effective operation of the system. 

The concept of creating context-adaptive user interfaces for 
commercial vehicles was revealed in the work of L. Schelkopf, 
M. Wolf [15]. The authors noted that the use of context-
adaptive interfaces makes it possible to detect the most 
recurring events. Based on the received information, it becomes 
possible to build different variations of the user interface and 
scenarios of the system use for the problem area analyzed by 
them, defining the main “working phases” of commercial 
transport drivers. 

Another example of the implementation of adaptive user 
interfaces based on conceptual and ontological models was 
presented in the work of D. S. Nehurytsya, E. V. Sokolova [16]. 
The article defined the components of Web-oriented systems 
based on the analysis of methods of building and ensuring the 
quality of user interfaces. In addition, the authors considered 
the features of adaptive interfaces, which made it possible to 
define the concept of the user model as a mandatory component 
of adaptive software interfaces of Web-oriented systems. As a 
result, the paper presented an empirical study that proves the 
need to define additional metrics for evaluating search quality 
and classifying user actions and interests in a session of 
working with the Web system. 

A promising way to describe subject areas is a combination 
of the principles of designing and developing ontological 
models and the principles of fuzzy logic [17, 18]. The authors 
pointed out that the design of ontologies during the creation of 
complex software usually affects the adequacy of the model 
and causes inconsistency in the development process. For this, 
it is advisable to use a combination of the ontological approach 
and elements of fuzzy logic. As a result, the authors showed 
that the modified model of ontology improvement in time 
allows effectively solving the problems of analysis and 
evaluation of the state space of evolving ontologies using 
elements of fuzzy logic. 

In addition to the effective representation of the subject area 
for the implementation of an adaptive software system, 
architecture is also an important component. Depending on the 
context, type and other adaptation processes, the architecture 
should provide a sufficiently high level of abstraction that 
would not allow one to be tied to a specific implementation. 

A correct definition of the architecture is especially 
necessary for distributed systems, which are often denoted as a 
system of systems (SoS) [19, 20]. SoS are built from a 
potentially large number of subsystems, which consist of 
various components, services and resources. In addition, SoS 
are usually deployed in environments where the context 
changes, which in turn causes the need to deviate from the pre-
designed workflow and form a more complex system. Such 
modification, in turn, allows us to maintain the intended 
abstract behavior or be able to provide new behavior that is 
possible only through integration with other systems in a new 
context. 
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A number of works are aimed at effective implementation 
of the SoS concept and architecture. In particular, work [21] 
presented an effective solution for architectural design 
according to the SoS concept for Industry 4.0 in the field of 
construction. The authors emphasized that the development of 
complex systems requires constant interaction between design 
decisions at the SoS level and decisions at the level of its 
constituent systems, which require adaptation as the SoS 
develops. In the article, the authors developed a description of 
the SoS architecture based on ISO 42010, which consisted of 
representations related to hierarchy, asset integration, 
communication, information. However, despite the effective 
description of architecture for a specific domain, the authors 
noted that there was a lack of architectural frameworks suitable 
for this. 

In addition to using standard methods of describing SoS, it 
is also effective to combine traditional approaches with 
ontological ones. Thus, in [22], the process of designing the 
architecture for complex software systems based on ontology 
was reflected. The authors proposed a generalized approach to 
the description of distributed systems, which allows us to 
achieve abstraction providing the possibility of adaptation 
between systems during execution, based on the semantic 
mechanism of judgments. As a result of experimental 
verification, the authors noted that the ontology-based 
approach reduced the complexity of SoS development by 
abstracting system heterogeneity through comprehensive 
description of model structure and autonomous manipulation 
during program execution. 

Taking into account the identified problems and 
shortcomings of existing approaches and methods of adaptation 
for complex systems, the problem of improving the process of 
system adaptation of software by modifying graphic 
components and functional modules remains relevant. 

The purpose of this work is to design a formalized process 
of configuring adaptive software depending on user 
requirements and features of the software environment for 
various devices, as well as to substantiate the possibility of 
increasing the reliability and efficiency of software systems by 
applying an ontology-based adaptation mechanism. 

IV. RESEARCH METHODOLOGY 
We propose the use of an ontological approach as the basis for 
the implementation of the mechanism of adaptation of software 
systems. 

The primary task is to define the specification of conceptual 
requirements (Figure 1): 

 the presence of an ontology that allows you to store the 
architecture of software products; 

 adaptation to the specifics of the subject area of the 
industry taking into account the context of applied tasks; 

 reliability of storage and speed of data processing in the 
ontology repository; 

 availability of a logical conclusion mechanism; 
 the presence of a mechanism for adapting the interface 

for users; 
 availability of data import mechanisms from external 

information resources. 

 

Figure 1. Component structure of the ontological data and 
knowledge server 

In a formalized form, the ontology of an adaptive software 
system can be represented as a combination of three 
elements [23]: 

 
𝑂௠௘௧௔ =  〈𝐶௠௘௧௔ 𝑅௠௘௧௔ 𝑃𝑟𝑜𝑝௠௘௧௔〉,    (1) 

 
where 𝐶௠௘௧௔ – set of entities of the adaptive software 

system subject area containing information about users and 
possible configurations of the software. 

𝑅௠௘௧௔ – a set of relations between entities of the subject 
area. 

𝑃𝑟𝑜𝑝௠௘௧௔  – a set of properties characterizing the essence 
(concept) of the subject area. 

The formed ontology of adaptive software systems contains 
only the main abstractions, concepts and connections necessary 
for defining the software configuration. Such a structure allows 
you to abstract from the specific implementation of software 
for different subject areas. In addition, the model developed 
provides the possibility of structural expansion of basic 
concepts by using the process of imitation (“has-a” 
relationship), as well as supplementing the model with new 
relationships and rules. In a detailed form, the conceptual 
model of the adaptive software system is presented in Figure 2. 

 

 
Figure 2. Conceptual ontological model of an adaptive 

software system 
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The ontological model of the subject area for self-adaptive 
systems allows determining the necessary actions to respond to 
changes in the requirements or needs of the user. However, this 
model is only part of the process of generating software 
settings. 

The functional model of the proposed process of dynamic 
software adaptation is presented in Fig. 3. 

 

 

Figure 3. Conceptual diagram of the modification of the 
self-adaptive software system 

The interaction of the general process of software 
adaptation with external entities is presented at the top level of 
the hierarchy. The system receives information about the user 
and provides the user with the modification results depending 
on the specification of the active device. 

The main external objects for the process are “User” and 
“Active Device”. Actually, to initiate the process of changing 
the settings, the user sends selected information, which serves 
as an identifier for the necessary changes in the operation or 
appearance of the system. Adaptive structure of the ontological 
model as well as adaptive software design allows one to 
dynamically define settings and selected information. For 
example, mobile application for people with speech and 
hearing impairments could provide the form or list of questions 
that would determine which problems and requirements user 
has. Based on this selected information future adaptation will 
proceed. During processing, the system makes a return request 
for information about the active device, which will help 
identify the possibility of changes in specific characteristics. 
The generated settings are taken into account during the 
process of modifying the system components, and the adapted 
characteristics are presented to the user. 

In the case of complex systems, a hierarchy of context 
diagrams is built. Such a hierarchy should be described using 
IDEF0 and DFD models, which allow describing the business 
processes occurring at each level of the hierarchy and the data 
flows between these processes. In our case, since the “Software 
adaptation” process is complex and can be represented as a 
sequence of sub-processes, it is advisable to carry out its 
decomposition. 

The detailed process of modification of self-adaptive 
systems, which is a decomposition of the “Software 
adaptation” process, is presented in Fig. 4. 

 

  
Figure 4. Data flow diagram of the “Software adaptation” process 

According to this modification process, the method of 
changing system components consists of the following stages: 

1. Processing of information received from the user (user 
identification, checking the correctness of filling in 
information). 

2. Data synchronization, which allows you to create or 
modify the necessary records both in the database and 
in the ontological knowledge base. 

3. Settings generation – the stage processes data about the 
selected user and forms the necessary system settings, 
based on the relationships and properties of the concepts 
of the ontology. 

4. Adaptation of the software system includes 
modification of functional characteristics and graphical 
interface based on a set of established settings. 

In accordance with the presented decomposition, the 
information received from the user is processed and 
synchronized with the knowledge base. After synchronization, 
the settings are generated, which allows you to adapt the 
software product. 

The “Software Adaptation” process shows the general 
communication between subprocess and data storage from the 
beginning of the request to generation of the response. A 
detailed description of the sequence of data transmission 



Dmytro Fedasyuk et al. / International Journal of Computing, 22(3) 2023, 381-388  

VOLUME 22(3), 2023 385 

between system elements for dynamic adaptation of the 
existing software solution is revealed in the process “Software 
Modules Adaptation”, the decomposition of which is presented 
in Figure 5. 

 
Figure 5. Decomposition of the “Software Modules 

Adaptation” process 

The process of software product adaptation consists of 
several stages: 

1. “Deserialization of settings”, this stage consists in 
extracting data from the JSON document for their 
further registration in the permanent storage of the 
software. 

2. “Changing elements of the graphic interface”, that is, 
applying parameters to the graphic elements of the 
software, installing new styles and loading additional 
resources (language packs, images, fonts, etc.). 

3. “Definition of functional parameters” is based on the 
obtained parameters, the methods of loading and 
applying the relevant modules, services or routines are 
determined. 

4. “Installing additional functional modules”, this stage is 
aimed at installing and registering additional modules or 
services in the system. 

5. “Registration of settings” is the final stage of adaptation, 
which ensures correct saving and display of new 
software settings. 

Thus, according to the proposed adaptation process, the 
ontology model is used in two key stages: data synchronization 
and generation of software settings. The first stage allows you 
to store the selected information about the user in the 
ontological knowledge base in order to facilitate further 
requests regarding the modification of the system 
characteristics. The second stage actually starts the semantic 
mechanism of judgments, which begins processing the 
semantic rules defined in the ontological model. These two 
stages are interconnected, since the result of data 
synchronization between the database and the knowledge base 
is responsible for the correct filling of the knowledge base only 

with updated information. 

V. CASE STUDY 
The adaptation process according to our proposed approach 
takes place after checking the user data and registering them in 
the ontological knowledge base. To create personalized system 
settings, instances of the relevant concepts of the ontological 
model are created, and connections between the created 
concepts of the subject area are established. On the basis of 
semantic rules, decisions are made about the need to assign 
specific adaptation parameters. The result of this approach is a 
set of parameters that are used to personalize the system [23]. 
When modifying a mobile application, two separate processes 
take place in parallel: personalization of the graphical interface 
and modification of the system functionality. 

According to the classical approach, which was presented 
in our previous studies, the formation of the model and settings 
of the software system consists in determining the specific 
entities of the subject area. Despite the high processing speed, 
this approach loses efficiency if the structure of the ontological 
model is variable. As can be seen from our previous research 
[24], the classical approach to determining optimal system 
settings depends linearly on the total number of entities of the 
ontological model. However, performance is lost if it is 
necessary to expand the software system with additional 
modules, because it is necessary to change the structure of the 
ontological model [26, 27], which in turn creates additional 
connections between elements. 

The approach proposed in this work eliminates this 
problem. The improved ontological model defines the main 
abstractions among the concepts and entities of the subject area. 
Such a solution, in turn, allows the structure of the ontological 
model to remain unchanged, and its expansion is ensured by 
the creation of new instances of existing entities [25]. 

In order to compare the proposed approach and the classic 
version, the software system developed in the previous study 
was used [24]. The system was designed according to the 
principles of a three-tier and plug-in architecture, which 
consists of an Android application and a web server 
implemented using the Flask framework. The plug-in based 
software design allowed us to change the ontology and method 
of modification with new implementation while it is still 
possible to use adaptation rules of both approaches.  

To compare the speed of the process of determining the 
optimal characteristics for the classic implementation and our 
proposed approach of abstract description of entities, the 
duration of processing ontological rules is determined. To 
determine the duration of adaptation, 2 mobile devices and 3 
emulators are used, which makes it possible to test the system 
on various versions of Android. The duration of the generation 
of settings is determined from the moment of sending the 
request until the final formation of the parameters. Testing of 
the system is performed on each device 5 times, in order to 
determine the worst-case adaptation time depending on the 
number of entities of the ontological model. The results of 
adaptation are presented in Table 1. 
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Table 1. The results of comparing the duration of determining the configuration for system parameters 
№, number of instances 100 150 250 450 850 1650 3300 

Classic approach 

time, t1 (sec) 2.55 3.08 3.46 3.97 5.16 6.78 11.5 
time, t2 (sec) 2.65 2.84 3.14 4.17 4.69 6.63 11.4 

time, t3 (sec) 2.61 2.92 3.12 3.68 4.46 6.67 11.8 

time, t4 (sec) 2.74 2.84 3.13 3.58 4.58 6.65 11.2 

time, t5 (sec) 2.52 2.86 3.17 3.91 4.85 6.02 11.8 

Average time, t avg (sec) 2.61 2.91 3.20 3.86 4.75 6.55 11.54 

Abstract approach 

time, t1 (sec) 2.30 2.73 2.66 3.24 3.23 3.99 6.55 
time, t2 (sec) 2.20 2.21 2.82 3.05 3.47 4.39 6.96 

time, t3 (sec) 2.52 2.23 2.61 2.80 3.64 4.40 6.66 

time, t4 (sec) 2.55 2.85 2.75 2.94 3.59 4.32 6.59 

time, t5 (sec) 2.65 2.41 2.68 2.96 3.34 4.46 7.47 

Average time, t avg (sec) 2.44 2.49 2.70 3.00 3.45 4.31 6.85 

 
A graphical display of the comparison results is presented 

in Figure 6. From the presented histogram, it can be seen that 
the new approach in all tests showed better performance results 
compared to the classical approaches. The obtained results also 
demonstrate an improvement in the speed of determining the 

optimal characteristics of the software, on average, by 20%. In 
addition, the new method shows better results with an increase 
in the number of elements and concepts of the ontological 
model. 

 

 
Figure 6. Comparison of the duration of determining the configuration of system parameters 

VI. DISCUSSION 
The proposed adaptation process provides the possibility of 
dynamic modification of the software structure and the 
formation of a set of functional and graphic components of the 
system based on the user’s preferences and requirements, as 
well as using information about currently active device. At the 
same time, it should be noted that the presented abstract 
approach to the description of the subject area and software 
configuration also solves the problem of adding and registering 
new functional components in the system. This feature is 
ensured by the implementation of their abstract representation 
and the use of designed interfaces, which allow connecting 
modules with a lower level of dependence and connectivity. 

The use of the ontological model, which represents the main 
elements of the software together with the requirements and 
needs of users, in combination with the proposed method 
allows improving the process of modification of software 
components. This combination makes it possible to distinguish 
the adaptation process in two stages: 

 The first stage is responsible for the synchronization of 
information between the ontological knowledge base 
and the database. After the synchronization process, a 
semantic decision-making engine is launched, which 
allows determining the optimal settings and 
characteristics of the system for the user based on 
ontological rules and user requirements. 
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 The second stage is software adaptation and 
modification of system components in accordance with 
the received settings. This process takes place already 
on the user’s active device, information about which, 
together with information about the software 
environment, is also used when modifying components. 

Analyzing the proposed approach of software adaptation 
using the ontological model, it should be noted that in further 
research it is necessary to improve the first stage of adaptation, 
namely, the processing of information by the ontological 
knowledge base and its synchronization with the database. 
Currently, this stage takes place in an external environment 
from the user’s active device, which in turn requires a constant 
connection to the network. The solution to such a problem can 
be the formation of a local package with data about the 
ontological model and its semantic rules. However, in this case, 
a problem arises in maintaining and synchronizing the 
ontological knowledge base. 

VII. CONCLUSIONS 
An analysis of research aimed at the design and development 
of adaptive and self-adaptive software systems has been carried 
out. Existing approaches focus on software adaptation using 
methods based on feedback diagrams, methods based on 
machine learning, and combinations thereof. At the same time, 
the main problem with such adaptation remains the 
modification of the software structure by adding new functional 
or graphic components. Another problem of these approaches 
is taking into account the possibility of modifying software 
components on different hardware and software platforms. 

A formalized approach to modifying the configuration of 
adaptive software is proposed, taking into account the 
preferences and requirements of a specific user, as well as the 
features of currently active device. The designed process uses 
an ontological model as a knowledge base about the 
requirements and structure of the software and allows 
determining the necessary system settings based on the 
semantic decision-making mechanism. In addition, the 
configuration change process allows modification of existing 
components that are registered in the software environment, as 
well as adding new functional and graphical elements to 
expand the capabilities of the software. 

Using the proposed approach, an experimental study of the 
speed of the process of determining optimal system 
characteristics based on ontological models is conducted. The 
obtained results demonstrate 20% better indicators of the speed 
of generating software settings, using an ontological model 
based on an abstract description of concepts, compared to 
classical approaches to the representation of the subject area. It 
should also be noted that for 3300 entities and more, it is better 
to use the proposed approach, since the processing time is 
reduced from 11.5 to 6.85 seconds on average. 

Analyzing the obtained results, it should be noted that in 
further research it is necessary to improve the processing of 
information by the ontological knowledge base and its 
synchronization with the database. This will reduce the number 
of requests to the ontological model and save the already 
generated configurations. 
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