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 ABSTRACT In order to keep accessible, the patient care information recorded by a dental provider, a software 
architecture must be designed to allow availability among the different providers. 

In this research, a software architecture based on the Microservices approach is designed to enable the availability 
of dental medical records. The quality attributes and functional requirements were identified to design the architecture, 
determining that it should be composed of 4 Microservices, Patient, Dental Medical Record, Odontogram and Dental 
Service Provider; each microservice implements its database, the secure communication between the microservices and 
the clients is done through an API Gateway of HTTP resources and an authentication token. 

To evaluate the software architecture, a prototype was developed in which each component was deployed in 
containers using the Microsoft Azure App Service. On this prototype load tests were performed to evaluate Availability 
and Performance determining that up to 21 dental records per second can be available with 100% availability, and if 
the demand of requests increases the architecture scales automatically. 
 

 KEYWORDS Dental health record; microservices; availability; software architecture. 
 

I. INTRODUCTION 
 person may seek dental care at private dental clinics, 
public health facilities or with different dental surgeons on 

an individual basis. If the patient goes to a dental provider for 
the first time, the patient’s initial data is recorded, starting with 
the patient’s data in his or her Dental Health Record (DHR) and 
odontogram following the corresponding health regulations, 
this information is stored either in a Paper Health Record 
(PHR) or Electronic Medical Record (EMR) using an 
information system, this health record is only managed by the 
service provider who made the registration. Many times, the 
patient must change dental providers, repeating the process of 
registering their DHR data, causing additional use of time and 
resources, in addition to the loss of information on the dental 
procedures performed. 

In Peru, Law 30024 [1] created the National Registry of 
Electronic Medical Records (RENHICE), which is a database 
of the affiliation of each person with a list of the health facilities 
that have provided care and generated an EMR. 

Research has been carried out to improve EMR 
management and patient data. In [2], a cloud-based EMR-
exchange prototyping system using RESTful services was 
implemented on the basis of the Integrating the Healthcare 
Enterprise’s Cross-Enterprise Document Sharing integration 

profile and the existing EMR exchange system in Taiwan. In 
the work [3], to improve the quality and completeness of data 
collected from the mother and child during their shared 
maternity care and to enable the exchange of health information 
between outpatient clinic, hospital and public health services in 
rural Kenya, an EMR management system was implemented. 

There are even works to ensure the confidentiality of EMR, 
in  paper [4], a solution for confidential EMR management in 
the cloud is proposed, whose basic idea is to deploy a trusted 
local server between the cloud and each medical information 
management system. 

The DHR must be managed in the same way [5], so the 
software to be developed must have an architecture that allows 
the availability of DHR while maintaining the security and 
integrity of the information and a standard format [6]. 

An alternative software architecture that allows the 
availability of DHR is the Service Oriented Architecture (SOA) 
[7], although there is another style of software architecture 
called Microservices [8], which allows applications to be 
divided into its smaller components and be independent, 
microservices is presented as an approach promising approach 
for the development of innovative industrial applications [9], 
by offering high availability [10], improving availability and 
reliability as they can be used as gateways or load balancers 

A



 Arcila-Diaz Juan et al. / International Journal of Computing, 21(4) 2022, 475-481 

476 VOLUME 21(4), 2022 

[11].  This microservices approach is being used for the design 
of enterprise applications [12], as an architecture for video 
game development [13], for development of route planning 
systems for unmanned aerial vehicles (UAV) [14], in the 
Internet of Things (IoT) scenario [15], Cattle-Health-
Monitoring System using IOT devices in real time [16], 
microservices is also being used for the development of 
software applications related to the medical management of 
patients in the health sector,  use of cloud-based healthcare-
related data management [17], for the development of drug 
search systems [18], collect clinical data in the cloud [19]  and 
integrate predictive algorithms [20]. 

In the project “Development of eHealth applications based 
on microservices in a Cloud architecture” [21], they present a 
proposal to strengthen the Electronic Medical Record (EMR) 
of Panama and the available information systems since they 
present a low availability in the access and processing of their 
data, thus limiting clinical-medical decision making. They 
developed two information systems with software architectures 
using the cloud computing paradigm (SaaS) and oriented to the 
implementation of microservices. To evaluate the efficiency of 
the software architectures (3 and 5 layers) of the information 
systems developed with this approach, performance tests and 
stress tests were used to obtain quantitative values and measure 
the overall performance of the application and its interaction 
with end users. 

In [22], the architecture of a community health healthcare 
management system using IoT and microservices technologies 
is described, demonstrating efficiency in data collection and 
transfer in a simulation with 1000 requests, reducing traffic by 
68% and processing time from 18.3 seconds to 7.3 seconds. 
Also in [23], in order to address the deployment of a suitable 
and efficient architecture for a Remote Healthcare Monitoring 
Systems (RHMS) propose the microservices approach to 
enable its rapid extensibility, maintainability, flexibility, in 
addition to fault isolation and security of healthcare data. 

In this research work, a software architecture based on the 
Microservices approach has been designed to enable the 
availability of DHR. We started with the architecture design 
process by identifying the functional requirements and 
consolidating the following relevant quality attributes: 
functionality, availability, security, maintainability, and 
scalability. Using the decomposition into nouns it was 
determined that the software architecture to be designed should 
be composed of 4 microservices, Patient, Dental Health 
Record, Odontogram and Dental Service Provider, each 
microservice implements its independent database, they 
perform a secure communication between microservices and 
clients through an API Gateway of HTTP resources and a 
Token. 

To evaluate the designed software architecture a prototype 
was developed that implements each of the components, the 
architecture was deployed in containers using the Microsoft 
Azure App Service with predefined features for each 
microservice and the API Gateway, each microservice is 
deployed and scales independently allowing them to be easy to 
change and maintain [24]. On this prototype black box tests 
were performed to evaluate the attribute of functionality and 
security, and tests to evaluate the scalability, managing to 
determine that the software architecture meets the requirements 
identified. Availability and Performance has been evaluated 
using load tests determining that with a single instance of the 
DHR Microservice up to 21 DHR per second can be available 
with 100% availability, and if the demand of requests increases 
the architecture scales horizontally automatically. 

II. MATERIAL 
Microsoft Azure [25] cloud service has been used to deploy the 
proposed architecture and test our implementation, four 
containers have been configured whose characteristics are 
shown in Table 1. 

Table 1. Container characteristics to implement each 
microservice 

Feature Value 
Name of service App Service 
Processor Speed 1 Core 3.7 Ghz. 
RAM memory 1.75 GB. 
Storage 50 Gb 
Region South Central USS. 
Operating System Linux 
Libraries .Net Core 3.1 
Database Management 
System SQL Server 

 

The JMeter program was used to perform the load tests. 

III. METHOD 

A. DRIVERS OF QUALITY ATTRIBUTES 
For the design of the Software Architecture that allows the 
availability of DHR, the quality attributes were identified, in 
Table 2 we can see the relevant quality drivers based on the 
terminology of the ISO/IEC25010 standard. 

Table 2. Architecture drivers for HCO availability 
Driver Justification 

Functionality 

The architecture must allow the management of 
DHR, odontograms, patient and dental service 
providers according to formats established by 
the Peruvian Dental Association. 

Security 
Access to patient data, DHR and odontogram 
must use authentication and authorization 
mechanisms. 

Maintainability 
The architecture must support modifications and 
allow the addition of new functionalities with a 
low impact on the operation of the system. 

Scalability 
The architecture must allow to increase its 
processing capacity when DHR demand 
increases. 

Performance The availability of a patient’s DHR must be 
ensured with optimal timing at a given time. 

Availability The architecture must allow the availability of 
DHRs and odontograms for each patient. 

B.  SOFTWARE ARCHITECTURE DESIGN 
The microservices were identified using the decomposition 
based on nouns, respecting the Single Responsibility Principle 
(SRP) of Martin, Robert C. [26]. Table 3 presents the identified 
microservices grouping functionalities related to a particular 
entity (noun). 

Table 3. Architecture drivers for HCO availability 
Entity Tasks 

Dental 
Service 
Provider 

Register login data 
Update profile data 
Update access password 
Authenticate and obtain token 
Retrieve access data 

Patient 
Register patient data 
Update patient data 
Obtain patient data by their identity document 

Dental 
Health 
Record 

Register Dental History 
Update Dental History 
Obtain DHR by patient’s identity document 
Obtain DHR by its identification code 

Odontogram 
Register Odontogram 
Update Odontogram 
Consult Odontogram by DHR identifier 
Obtain Dental Treatments 
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In order to be able to make requests to each of the identified 
microservices these have a public endpoint (endpoint) or final 
routes of the resource that can be accessed by making a request 
using the Representational State Transfer protocol (HTTP 

REST), using the endpoints and the HTTP REST protocol an 
API has been built for each microservice. Table 4 shows the 
microservices with the final routes of the resource and the type 
of request. 

 

Table 4. Microservices and tasks of the proposed model 

Microservice Tasks Type of action Final Routes 

Dental Service 
Provider 

Register access data POST / ProviderDentalService 
Update profile data PUT / ProviderDentalService /{id} 
Update access password PUT /ProviderDentalService / ChangePassword/{id} 
Authenticate and obtain token POST /Security/Login 

Patient 
Record patient data POST /Patient 
Update patient data PUT /Patient /{id} 
Obtain patient data by their identity document GET /Patient/getByDoc/{document} 

Dental Health 
Record 

Record Dental History POST /DentalRecord 
Update Dental History PUT /DentalRecord/{id} 
Obtain DHR by patient ID GET /DentalRecord/getByPatientDoc/{document} 
Obtain DHR by its identification code GET /DentalRecord/ id} 

Odontogram 

Register Odontogram POST /Odontogram 
Update Odontogram PUT /Odontogram /{id} 
Query Odontogram by DHR identifier GET /Odontogram/getByDentalRecordId/{id} 
Obtain dental treatment GET /Treatment /getByName/{name} 

 
The HTTP status codes returned by the APIs each time a 

request is made will be those provided by the RFC 2616 
standard.  

The communication between the clients and the 
microservices will be done through an API Gateway, the use of 
an API Gateway has been chosen since it allows encapsulating 
the internal structure of the software architecture, decoupling 
the clients from the microservices, keeping the architecture 
secure since not all the microservices are exposed [27]. The 
secure communication between the microservices, the API 
Gateway and the client is performed using authentication 
tokens, the token is a security mechanism during the user 
session [28], the microservices approach can facilitate service 
encryption and key management for authentication and 
authorization using secure communication protocols [29]. 

The tokens are stored in the client, there is no state 
information allowing the architecture to be fully scalable and 
avoiding Cross-Site Request Forgery (CSRF) attacks. 
Authentication will be worked in the Dental Service Provider 
Microservice. The software architecture client will send and 

receive response and request requests in JavaScript Object 
Notation (JSON) format. Each microservice will have 
responsibility over its database, the microservice will be the 
only component of the software architecture that performs 
insert, update and select queries on the database to expose them 
through its REST API. 

Fig. 1 shows the physical architecture of the proposed 
model and Table 5 describes each of the elements that compose 
it, considering that each logical component will be inside a 
container, thus allowing automatic scalability. 

C.  SOFTWARE ARCHITECTURE IMPLEMENTATION 
A prototype implementation of each of the components that 
make up the proposed software architecture has been 
developed. Fig. 2 shows the physical software architecture 
taking into account the programming languages, libraries, 
frameworks, database management system used for the 
implementation of the prototype. 

 

 

Figure 1. Physical architecture of the microservices composition model 
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Table 5. Elements of software architecture 

Element Responsibility Properties 

API Gateway The gateway provides a single point of connection or URL for client applications, then 
internally maps requests to microservices. In this API Gateway has load balancer 
functionality. 

HTTP Requests 

Client Clients are consumers of the resources provided by a microservice, they must authenticate 
themselves to generate a communication token, this token must be sent in each of their 
Response and Request requests to the API Gateway. 

Response and request requests in JSON 
format 

Token The client authenticates to the architecture through the Dental Service Provider’s access 
account. If the data is correct, the architecture returns a unique token. Each HTTP request 
made by the client is accompanied by a token. 

Software Component 

Microservice Independent service that communicates through a REST API and performs specific 
functionalities to satisfy the functional requirements of the business. 

REST protocol for API calls 

Database The microservice will be the only component of the software architecture that performs 
insert, update and select queries on the database to expose them through its REST API. 

Database Management System (DBMS) 

 

 

Figure 2. Physical architecture of the prototype implementation of the software architecture 

 
The prototype has been implemented to evaluate the 

software architecture considering only necessary to create a 
web client and a single gateway API Gateway for 
communication with the microservices and the web client. 

Table 6 describes each of the elements that make up the 
prototype. The frameworks, libraries and other technologies for 
implementing the architecture have been selected taking into 
account the software development experience of the authors of 
this research. The SQL Server relational database management 
system has been selected taking into account the research [30], 
where they determined that a Relational Database Management 
System (RDBMS) shows better benefits for storing medical 
records. 

Table 6. Elements of the software architecture prototype 

Element Responsibility Properties 

API Gateway 
Web 

The gateway provides a single 
point of connection or URL for 
client applications to make 
requests to services. This gateway 
also performs the task of load 
balancer. 

Framework ASP 
Net Core 3.1 
 
Library Ocelot 

Web Client 
SPA VueJS 

In order to test the proposed 
software architecture by means of 
request requests, a Single Page 
Application (SPA) web client has 
been developed. 

VueJS Framework 
 
JSON request and 
JSON response 
requests using 
Axios library 
 
Vuetify library 

Token The client is authenticated in the 
architecture through the Dental 
Service Provider’s access account, 
if the data is correct the 
architecture returns a unique token 
using the JWT library, after 
authentication each HTTP request 
must contain the token in its 
header. 

JSON Web Token 
(JWT) 

Microservice Each microservice handles 
information according to the 
functional requirements of the 
business, exposing these 
functionalities through an HTTP 
resource API. 

Framework ASP 
Net Core 3.1 
 
Framework Entity 
Core 3.1  

Database Each microservice manages its 
own information, stores it and 
manages it in its own database. 

Microsoft SQL 
Server 



Arcila-Diaz Juan et al. / International Journal of Computing, 21(4) 2022, 475-481  

VOLUME 21(4), 2022 479 

Container Each microservice and the API 
Gateway will be deployed in 
different containers, this allows for 
independent scalability of each 
Microservice by applying 
scalability policies during periods 
of high demand. 

Microsoft Azure – 
App Service 
 
1 Core 3.7 GHz 
1.75Gb RAM 
50GB Storage 
South Central USS 
Region 

IV. RESULTS 
For the design of the software architecture proposed in this 
research, different decisions have been taken with the objective 
of satisfying the identified quality attribute drivers, tests have 
been performed to validate the software architecture according 
to each attribute. 

A.  FUNCTIONALITY 
To validate the software architecture according to the quality 
attribute of Functionality and determine that the software 
architecture meets the identified requirements, 3 functional 
tests have been performed on the designed prototype, to 
evaluate the management of Dental Service Providers, Patients, 
DHR and Odontograms taking into account the established 
formats. It has been determined that the software architecture 
meets the identified requirements. 

B.  SECURITY 
To validate the software architecture according to the Security 
quality attribute and determine that the software architecture 
complies with the identified authentication and authorization 
requirements, 2 tests have been performed, one of them allows 
to validate the access and token generation and the other one 
the authorization to consult a DHR and odontogram. After 
performing the black box tests on the prototype designed and 
implemented in this research, it has been determined that the 
software architecture meets the identified requirements. 

C.  MAINTAINABILITY 
The proposed architecture has been designed under the 
Microservices approach thus allowing low coupling, each 
microservice is deployed independently resulting in easier 
frequent updates affecting less the rest of the system and 
enabling shorter delivery cycles. 

D.  ESCALABILITY 
Scalability tests have been performed to determine if the 
architecture increases its processing capacity when necessary 
to meet the DHR demand. In Table 7 we can see that with 3 
instances of the DHR microservice it can support up to 63 
requests per second with 100% availability and meeting the 
established time indicator to answer a DHR. 

Table 7. Availability result with 3 instances of the DHR 
microservice 

Requests/Second Average time (ms) Availability (%) 
45 1099 100.00% 
50 1021 100.00% 
55 1074 100.00% 
60 1042 100.00% 
62 1166 100.00% 
63 1199 100.00% 
65 2632 98.33% 
70 4638 92.05% 

E.  PERFORMANCE 
Table 8 shows that the architecture can respond to up to 21 
requests in a given second with a single instance, thus meeting 
the acceptance indicator that indicates that the architecture 
should allow the availability of up to 20 DHR in 1 second. 

Table 8. Response time for obtaining a DHR 

Requests/Second Time response (ms) 
2 849 

5 748 

10 696 

15 686 

20 680 

21 662 

22 4393 

23 13765 

F.  AVAILABILITY 
Table 9 shows that the architecture can have up to 21 DHRs 
with a single instance of the Dental Heatlh Record microservice 
without any margin of error, and from 22 DHRs onwards the 
requests would be resolved incorrectly, but if 100% availability 
is to be maintained, scalability rules would be applied to 
automatically increase in the number of instances of the 
microservice. 

Table 9. Percentage of availability of a DHR 

Requests/Second Availability (%) 
2 100.00% 

5 100.00% 

10 100.00% 

15 100.00% 

20 100.00% 

21 100.00% 

22 99.84% 

V. CONCLUSIONS 
The quality attributes for the design of the software architecture 
have been identified taking into account Peruvian regulations, 
background information in the literature on medical records 
systems, formats established by the Peruvian Dental 
Association, and a survey of local dental surgeon specialists, 
consolidating the following relevant quality attributes: 
functionality, availability, security, maintainability and 
scalability. 

The Microservices approach has been used for the design of 
the proposed architecture thus allowing the functionality, 
availability, maintainability and scalability independent of each 
identified microservice. 

Applying the use case diagram and the decomposition into 
nouns it was determined that the software architecture to be 
designed should be composed of 4 Microservices, Patient, 
Dental Health Record, Odontogram and Dental Service 
Provider. Each microservice implements its independent 
database, secure communication between the microservices 
and the clients is performed by means of an API Gateway of 
HTTP resources and an authentication and authorization token. 
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The implementation of the software architecture designed 
in this research can be done independently for each 
microservice and considering the technological knowledge of 
the development team to implement each component. 

In order to validate the software architecture according to 
the quality attribute Functionality and Security, black box tests 
have been performed on the developed prototype, determining 
that the software architecture complies with the identified 
requirements. 

In order to validate the software architecture according to 
the quality attribute Scalability, tests have been performed on 
the developed prototype, and it has been determined that the 
designed software architecture can automatically scale 
horizontally when there is an increase in the demand of 
requests. 

The Availability attribute was evaluated using load tests on 
the developed prototype that implements the designed Software 
architecture, obtaining as a result that with only one instance of 
DHR microservice up to 21 DHR can be accessed in a given 
second with an availability of 100%, taking into account the 
scalability test it is determined that with 3 instances of the 
Dental Health Record microservice up to 63 DHR can be 
accessed with an availability of 100%. 
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